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ABSTRACT
Medical image processing can lack images for diagnosis. Generative
Adversarial Networks (GANs) provide a method to train genera-
tive models for data augmentation. Synthesized images can be
used to improve the robustness of computer-aided diagnosis sys-
tems. However, GANs are difficult to train due to unstable training
dynamics that may arise during the learning process, e.g., mode
collapse and vanishing gradients. This paper focuses on Lipizzaner,
a GAN training framework that combines spatial coevolution with
gradient-based learning, which has been used to mitigate GAN
training pathologies. Lipizzaner improves performance by taking
advantage of its distributed nature and running at scale. Thus, the
Lipizzaner algorithm and implementation robustness can be scaled
to high-performance computing (HPC) systems to provide more
accurate generative models. We address medical imaging data aug-
mentation to create chest X-Ray images by using Lipizzaner on the
HPC infrastructure provided by Oak Ridge National Labs’ Summit
Supercomputer. The experimental analysis shows improved per-
formance by increasing the scale of the Lipizzaner GAN training.
We also demonstrate that distributed coevolutionary learning im-
proves performance even when using suboptimal neural network
architectures due to hardware constraints.
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1 INTRODUCTION
Dual artificial neural networks (ANN) adversarial structures have
emerged as effective means of deep learning in which the train-
ing of a deep ANN for a specific task is assisted by another deep
ANN training for an adversarially coupled task. They have found
traction in certified robustness [18], generative modeling [20], and
reinforcement learning [37].

This paper focuses on generative adversarial networks (GANs) [20],
which train generative models through an adversarial process.
GANs provide a method for learning an estimate of the training
data distribution to produce new information units (samples) that
approximate the original data set. Thus, GANs combine two ANN:
a generator and a discriminator, which optimize their network
weights to address a minmax optimization problem by applying an
adversarial paradigm. The training objective of the discriminator is
to distinguish real samples in the training data set from samples
synthesized by the generator. The generator aims to deceive the
discriminator with the samples it produces from a latent input space
and a non-linear function. After a successfully converged training,
the generator serves as a generative model.

GANs have been successfully applied tomany problems, e.g., gen-
erating images and video [34]. One important application area for
GANs is medical assistance [24], where they provide new insights
to the interpretation of medical information stored in different
media, such as X-ray images. However, despite their competitive
results, GANs are notoriously hard to train. GANs learning pro-
cess frequently shows a variety of unstable training dynamics or
pathologies, such as collapse, discriminator collapse, and vanishing
gradients [4, 17, 52].

Co-evolutionary algorithms (coEA) can help address GAN train-
ing pathologies. These methods optimize the minmax objective of
GAN training by evolving two populations: a population of gen-
erators and a population of discriminators [12, 14, 16, 21]. The
main idea is to apply the same solutions that coEAs provide to
mitigate similar pathologies as those observed in GAN training.
In coEAs, degenerate behaviors, such as focusing, relativism, and
loss of gradient, are attributed to a lack of diversity [38]. Thus,
spatially distributed populations (cellular algorithms) have shown
to be effective in mitigating and resolving these types of problems.

This paper focuses on Lipizzaner [21], a GAN training frame-
work that implements GAN training by applying a spatially dis-
tributed competitive coEA. In each cell of a spatial grid, an individ-
ual of each population is located, i.e., a pair generator-discriminator.
During the evolutionary process, Lipizzaner fosters an arms race
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between the two populations. Thus, in each cell at each training
epoch in parallel, the discriminator is evaluated against all the gen-
erators collected from the cell and its adjacent neighbors, the same
with the generator. Then they apply a selection/replacement proce-
dure to update the sub-population with the best networks (genera-
tor/discriminator).

Previous studies have shown that Lipizzaner provides robust-
ness that arises from the diversity driven by the use of populations
and multiple competitions [47]. The generative models trained by
Lipizzaner improves their quality when larger grids are used, but
the scale of the hardware platform used to run the algorithm lim-
its their size. Thus, using a high-performance computing (HPC)
platform may lead Lipizzaner to achieve better results.

The emergence of accurate image processing and analysis meth-
ods based on machine learning (ML) has improved computer-aided
diagnosis (CAD) systems [11, 26]. Most of the learning models ap-
plied to CAD require a vast number of medical images for training,
which are not easy to acquire [24, 41]. So image data augmentation
is a possible solution to increase the number of images used to train
the CAD models. Different authors have studied the use of GANs
to generate diagnostic images [5, 28, 53]. We explore data augmen-
tation of medical images with co-evolutionary GANs, specifically
to generate chest X-Ray images of COVID-19 patients. This can
help improve the CAD of novel emerging medical conditions.

Mainly, this research is devoted to discussing the following re-
search questions: RQ1: What is the effect on the accuracy of the
generative model trained with a cellular algorithm when the spatial
grid scales? RQ2: Can large-scale overcome a sub-optimal selection
in the network architecture in the event of hardware limitations?
RQ3: How can spatially distributed GAN training benefit from large-
scale hardware platforms? RQ4: Is the combination of both distributed
GAN training and HPC useful to address medical imaging generation?

The paper is organized as follows. Section 2 presents the back-
ground of this research. Section 3 introduces the parallel distributed
coEA GAN training analyzed to address medical image data aug-
mentation on HPC environments. Section 4 describes the imple-
mentation work performed to adapt Lipizzaner to make the most
of an HPC platform. The experimental setup is in Section 5 and
results in Section 6. Finally, conclusions are drawn and future work
is outlined in Section 7.

2 BACKGROUND
This paper focuses on using GANs to generate chest X-Ray images
of COVID-19 patients. The following subsections discuss relevant
studies about (a)GANs in CAD (b) data augmentation applied to the
generation of chest X-Ray images (c) coEA GAN training methods.

2.1 Generative Adversarial Networks in CAD
GANs are machine learning methods applied to learn the specific
distribution of a given training data set to generate new synthe-
sized samples that follow the same estimated distribution. GANs
consist of (at least) two ANNs: a generator and a discriminator,
which optimize their parameters by solving a minmax optimization
problem by applying adversarial learning [20]. During the learning
process, the discriminator is trained to distinguish between the real
samples from the training data set from the artificial/synthesized

samples produced by the generator. Simultaneously, the generator
learns how to transform inputs from a random latent space into
synthesized samples to deceive the discriminator.

Generally, the generator and the discriminator optimize the min-
max GAN objective by performing simultaneous gradient-based up-
dates to their parameters, which rarely converges to an equilibrium
suffering from degenerate behaviors or training pathologies [27].

Learning models have been applied to develop CAD systems.
Given diagnostic procedure results, such as medical images, these
learning models provide new insights to help the interpretation of
these results by the physicians. These models rely on large data sets,
and the lack of data limits their accuracy. In the particular case of
X-Ray images data sets, it is not always easy to access a fair number
of them to train a model [5, 28, 53]. In this scenario, (image) data
augmentation techniques can help overcome the lack of images to
train these intelligent models for diagnostic assistance. Thus, GAN
image data augmentation approaches provide a generative model
to synthesize new images that follow the same distribution as the
real images. Figure 1 schemes this proposal.

Figure 1: Scheme on GANs chest X-Ray images generation.

2.2 Chest X-Ray image data augmentation
Chest X-Ray images are used to train classification models to de-
velop CAD systems to detect health problems such as pneumonia.
The accuracy of these classifiers has increased by applying chest
X-Ray image data augmentation methods. Thus, GAN data augmen-
tation was applied to train AlexNet, SqueezeNet, GoogLeNet, and
ResNet-18 models with only 10% of real data and 90% of synthe-
sized data. [23]. The same problem (i.e., detecting pneumonia) was
studied by training a deep convolutional ANN (CNN) classifier with
synthesized and real chest X-Ray images [6]. The generator and dis-
criminator architectures grow to deal with higher resolution images
during the training process. The main results showed that using
GANs as a data augmentation technique improves the robustness
of the classifier models, making them less prone to overfitting.

Focusing on the automatic detection of COVID-19 based on chest
X-Ray images [22, 42], it is still a challenging task mainly because
of the limited number of publicly available COVID-19 chest X-Ray
image data sets. Thus, GANs are applied to create new synthesized
images. Most of these studies proposed to address a multinomial
classification problem considering the following labels: normal,
COVID-19, and another kind of pneumonia (e.g., virus or bacterial
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pneumonia). The same approach proposed by Khalifa et al. [23]
was applied to address this classification problem. The synthesized
images were able to contribute to improving classification accuracy.
Augmenting chest X-Ray images for training a CNN classifier using
GANs was also studied [53]. The experimental analysis showed
that the detection accuracy improved from 85% to 95%. A semi-
supervised CycleGAN was applied to augment the training data
set [5]. The proposed classifier achieved 94% of accuracy. A prelimi-
nary research analyzed a simplified parallel version of Lipizzaner
to synthesize COVID-19 chest X-Ray images, which was able to pro-
duce new X-Ray images with lungs affected with COVID-19 [46].

2.3 Robust GAN training using coEAs
Avoiding or mitigating GAN training pathological behaviors is still
an open question. A promising research line proposes training
simultaneously multiple generators and/or discriminators, which
has been shown to improve training robustness [9, 30, 32, 32, 45].

Evolutionary computation (EC) has been used to address deep
learning problems, e.g., optimizing the ANN parameters through
neuroevolution and evolving ANN architectures [8, 29, 44, 55]. In
turn, EC has been specifically applied to GANs training. Evolu-
tionary GAN (E-GAN) evolves a population of generators that are
mutated by randomly switching the loss function [54]. Evolved
GAN applies a genetic algorithm (GA) to evolve the architectures
of the generators and discriminators [19]. A cooperative coEA has
been proposed to conduct adversarial multi-objective optimiza-
tion [12]. The minmax optimization problem is decomposed into
two sub-problems (generation and discrimination). Each problem is
solved by separated populations of generators and discriminators
that evolve by their own evolutionary algorithm (EA).

GAN training can be seen as a two-player game solved using
gradient-based updates to optimize a minmax objective simultane-
ously. Comp-coEA-based GAN training methods have also been
proposed to co-evolve two populations of ANNs (one of generators
and one of discriminators) against each other towards convergence.
Co-evolutionary GAN (COEGAN) combines a Comp-coEA and and
neuroevolution [14, 15]. A Comp-coEA models the training of two
populations of generators and discriminators that are trained using
an all vs. all approach. The genes of the individuals represent their
architecture, which is modified by applying a mutation operator.

Theoretical studies and empirical results showed that the
spatially distributed Comp-coEA GAN training mitigates non-
convergence pathologies [1, 21, 51]. This paper focuses on
Lipizzaner, which locates the individuals of the generator and
discriminator populations on each cell (i.e., each cell contains a
generator-discriminator pair). Overlapping Von Neumann neigh-
borhoods determine the communication among the cells to prop-
agate the models through the grid. Each generator is evaluated
against all the discriminators of its neighborhood. The same hap-
pens with each discriminator. An SGD-based mutation is applied to
the best individuals (generator and discriminator) by training them
against a randomly chosen adversary in their neighborhood. These
mechanisms evaluation and mutation intentionally foster diversity
to address GAN training pathologies. Lipizzaner is a high-level
GAN training framework. Therefore, any GAN alternative (e.g.,
Cycle-GAN) can be trained using Lipizzaner [21].

Mustangs, a version of Lipizzaner based on E-GANs, randomly
selects a loss function to train each cell for each generation to in-
crease diversity [50]. The spatial distribution of the cells allows data
decomposition to train GANs in each cell with different subsets
of data, which fosters diversity across the grid [48]. Lipizzaner
returns a generative model that consists of an ensemble of genera-
tors defined by the best sub-population of generators. Evolutionary
strategies are used to learn the ensemble [49]. Lipizzaner and its
variations have shown competitive results on standard benchmarks.

Distributed GAN training represents a high-dimensional op-
timization problem with high computational requirements. Par-
allel/distributed implementation of algorithms allows improving
their scalability. Focusing on EC solutions applied to ML, there are
several examples of such parallel implementations, for example, a
parallel version of GA to train deep CNNs on hundreds of CPU
cores [43] and HPC environments [56]; a parallel version of natural
evolution strategies to address a collection of reinforcement learn-
ing benchmark problems [39]; and EC-Star, a distributed genetic
programming framework that runs upon commercial volunteer
resources [33]. Likewise, Lipizzaner maximizes the scalability by
running the sub-population training on independent computational
resources CPUs or GPUs [21, 36]. However, there is no previous
research on large-scale Lipizzaner experimentation on HPC.

The analysis of related works allows concluding that no previous
proposals have explored the application of large-scale distributed
GAN training, i.e., large-scale Lipizzaner. Furthermore, this re-
search proposes addressing the relevant problem of data augmenta-
tion for medical images, specifically COVID-19 chest X-Ray images.
We do not intend to create a new GANs method for image genera-
tion but to demonstrate how the scalability of Lipizzaner allows
improving the results of any GAN trained with this framework.

3 LIPIZZANER PARALLEL DISTRIBUTED COEA
GAN TRAINING

Lipizzaner GAN training algorithm is summarized in this section.
The Lipizzaner algorithm is fully described in [21].

3.1 General GAN training
GANs train a generator g𝑔 and a discriminator d𝑑 in an adversar-
ial setup. Here, g𝑔 and d𝑑 are models parametrized by 𝑔 and 𝑑 ,
where 𝑔 ∈ G and 𝑑 ∈ D with G,D ⊆ R𝑝 represent the respective
parameters space of both models.

Let 𝐺∗ be the unknown target distribution to which we would
like to fit our generative model [3]. The generator g𝑔 receives a
vector from a random latent space 𝑧 ∼ 𝑃𝑧 (𝑧) and creates a sample
from data space 𝑥 = g𝑔 (𝑧) (in our case a chest X-Ray image). The
discriminator d𝑑 assigns a probability 𝑝 = d𝑑 (𝑥) ∈ [0, 1] that rep-
resents the likelihood that the 𝑥 belongs to the real training data
set, i.e., 𝐺∗ by applying a measuring function 𝜙 : [0, 1] → R. The
𝑃𝑧 (𝑧) is a prior distribution on 𝑧. The goal of GAN training is to
find 𝑑 and 𝑔 parameters to optimize the objective function L(𝑔,𝑑).

min
𝑔∈G

max
𝑑∈D
L(𝑔,𝑑), where (1)

L(𝑔,𝑑) = E𝑥∼𝑃𝑑𝑎𝑡𝑎 (𝑥) [𝜙 (d𝑑 (𝑥))] + E𝑥∼g𝑔 (𝑧) [𝜙 (1 − d𝑑 (𝑥))]



Conference’17, July 2017, Washington, DC, USA Flores et al.

The optimization problem is addressed by a gradient-based learn-
ing process inwhich g𝑔 approximates the latent data distribution. At
the same time, d𝑑 learns a binary classifier that is the best possible
discriminator between real and fake data (see Figure 1).

3.2 Distributed coEA GAN training
Lipizzaner evolves a population of generators G = {𝑔1, . . . , 𝑔𝑍 }
and a population of discriminators D = {𝑑1, . . . , 𝑑𝑍 } by competi-
tion between each other. Individuals of each population are lo-
cated in each cell of a toroidal grid. Thus, in each cell of the grid,
there is a pair generator-discriminator named center. The neighbor-
hood concept is applied to define the sub-population of generators
(G) and discriminators (D) that participate in the training phase.
Lipizzaner uses Von Neumann neighborhoods, which includes
the cell itself and the ones in the adjacent cells to the North, South,
East, and West (see Figure 2).

Figure 2: Lipizzaner neighborhoods and sub-population.

The coEA training is performed by a parallel cellular model
for EAs [2]. Algorithm 1 presents the key steps of this method,
which begins the parallel execution of the training on each cell by
initializing their own learning hyper-parameters (Line 2). Then,
the training process consists of a loop repeated 𝑇 (generations or
epochs) times with three main phases: migration, in which the
cells gather the ANNs, i.e., individual neighbors, to build the sub-
population (𝑛); train and evolve, in which each cell updates the center
by applying the coEA GANs training described in Algorithm 2; and
learning rate evolution by using a Gaussian mutation operator. After
that, each cell creates a generative model by learning an ensemble
of generators using evolutionary strategies to compute the mixture
weights 𝜔 (Line 8). Finally, the master process evaluates the final
score of all computed generative models to select the best one.

Each cell, in parallel, applies the Comp-coEA shown in
Algorithm 2 for each generation. After the evaluation of the sub-
populations, The method starts by evaluating both sub-populations
applying an all-vs-all strategy. The fitnessL𝑔,𝑑 of a given individual
is evaluated according to a loss function, e.g., binary-cross-entropy
loss using a randomly chosen batch of data 𝐵𝑟 . Then, it selects the
best pair of individuals, a generator and a discriminator named
𝑔𝑏 and 𝑑𝑏 , respectively (Lines 1 to 3). The offspring is created by
training 𝑔𝑏 and 𝑑𝑏 against randomly chosen adversaries from the
sub-populations (i.e., applying gradient-based mutations) for each
batch of data (Lines 4 to 8). Then, the new individuals (i.e., mutated
𝑔𝑏 and 𝑑𝑏 ) are added to the sub-populations. Thus, the coEA GAN
training epoch ends by a a replacement procedure that removes the
weakest individuals and updates the center selecting the individuals
with the best fitness (Lines 11 to 13).

Algorithm 1 Lipizzaner key steps
Input: T: Total generations, 𝐸: Grid cells, 𝑠: Neighborhood size,
𝜃𝐷 : Training dataset, 𝜃𝐶𝑂𝐸𝑉 : Parameters for CoevGANsTraining,
𝜃𝐸𝐴: Parameters for MixtureEA, 𝜃𝐸𝑆 : Parameters for UpdateLR
Return: 𝑛: neighborhood, 𝜔 : mixture weights

1: parfor 𝑘 ∈ 𝐸 ⊲ Asynchronous parallel execution of all cells in grid
2: 𝑛,𝜔 ← initializeCells(𝑘, 𝜃𝐷 ) ⊲ Initialization of cells
3: for generation do ∈ [0, . . . ,T] ⊲ Iterate over generations
4: 𝑛 ← copyNeighbours(𝑘) ⊲ Collect neighbor cells
5: 𝑛 ← CoevGANsTraining (𝑛, 𝜃𝐷 , 𝜃𝐶𝑂𝐸𝑉 , 𝑙𝑟 ) ⊲ Coevolve GANs
6: 𝑛𝛿 ← mutateLR(𝑛𝛿 , 𝜃𝐸𝑆 ) ⊲ Update learning rate
7: end for
8: 𝜔 ← MixtureEA(𝜔,𝑛, 𝜃𝐸𝐴) ⊲ Build optimal ensemble
9: end parfor
10: 𝑠𝑐𝑜𝑟𝑒𝑘 ← FinalScore(𝜔,𝑛) ⊲ Compute the ensemble final score
11: 𝑠𝑐𝑜𝑟𝑒𝑘 ← CollectScore(𝑛) ⊲ Collect the ensemble final score
12: return (𝑛,𝜔)∗ ⊲ Cell with best generator mixture

Algorithm 2 coEA GAN training
Input:𝑛: Cell neighborhood subpopulation,𝜃𝐷 : Training dataset, 𝜏 :
Tournament size, 𝛽 : Mutation probability
Return: 𝑛 : Cell neighborhood subpopulation trained

1: 𝐵𝑟 ← getRandomBatch(𝜃𝐷 ) ⊲ Random batch to evaluate GAN pairs
2: L𝐺,𝐷 ← evaluate(𝐷,𝐺, 𝐵𝑟 ) ⊲ Evaluate sub-population, i.e., GAN pairs
3: 𝑔𝑏 , 𝑑𝑏 ← select(𝑛, 𝜏 ) ⊲ Tournament selection
4: for 𝐵 ∈ 𝜃𝐷 do ⊲ Loop over the batches in 𝜃𝐷

5: 𝑑 ← getRandomOpponent(d) ⊲ Get random discriminator
6: 𝑔𝑏 ← updateNN(𝑔𝑏 , 𝑑, 𝐵) ⊲ Update 𝑔𝑏 with gradient
7: 𝑔← getRandomOpponent(g) ⊲ Get uniform random generator
8: 𝑑𝑏 ← updateNN(𝑑𝑏 , 𝑔, 𝐵) ⊲ Update 𝑑𝑏 with gradient
9: end for
10: g, d← updatePopulations(G, D, 𝑔𝑏 , 𝑑𝑏 ) ⊲ Add 𝑔𝑏 and 𝑑𝑏
11: L𝐺,𝐷 ← evaluate(𝐺,𝐷, 𝐵𝑟 ) ⊲ Evaluate sub-population, i.e., GAN pairs
12: 𝑛 ← replace(𝑛, g, d) ⊲ Replace the networks with worst loss
13: 𝑛 ← setCenter(𝑛) ⊲ Best gen. and disc. are placed in the center
14: return 𝑛

Focusing on the parallelism, Lipizzaner performs an asynchro-
nous parallel execution of all cells in the grid (see Algorithm 1).
Thus, a master process starts the running by (1) performing the
data distribution, (2) assigning the populations to the grid cells, and
(3) creating the communication channels according to the defined
neighborhood. Figure 3 outlines this process by detailing it for a
given cell. Along the evolutionary process, communication between
the processes is performed to exchange relevant information (such
as ANNs parameters that define the individuals).

4 IMPLMENTATION DETAILS
This section describes the main development work performed to
adapt Lipizzaner to HPC environments to be able to define larger
grid sizes than the ones already investigated1.

Better use of HPC resources. One roadblock when running
Lipizzaner with large grid sizes was that the original code re-
quired a square grid [40]. The master process code was modified to
find the largest rectangle that can be made with the successfully

1Source code - https://github.****
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Figure 3: Scheme of how Lipizzaner runs in parallel.

connected clients to set the grid up. Besides, the overhead of com-
puting the final score on the master was mitigated by moving the
final score computation into the clients to run it in parallel.

With large grid sizes, training iterations could become out of
sync, leaving some clients behind the rest. This can lead to the
master process waiting too long to return the results. Thus, the
Lipizzaner master process was allowed to end the run as soon
as a proportion of the client nodes had successfully finished and a
specific waiting time had expired. Previous studies have shown that
allowing the Lipizzaner training to finish its execution before all
clients finish does not degrade its performance [31].

Handling failures. Handling errors is critical when running
Lipizzaner on large grids because the probability is higher for
any client to fail. As most of these errors depend on the HPC sys-
tem, we cannot avoid them but instead make Lipizzaner resilient
by developing a checkpointing procedure. The main idea is to make
the clients save their running status (i.e., a checkpoint) and send it
to the master process to store or update it. A checkpoint consists
of the parameters of the ANNs (generator and discriminator) in the
center of the cell and the values of the hyperparameters that drive
Lipizzaner. These checkpoints allow a master process to re-start
any GAN training that abruptly halted from the last stored status
as long as the necessary computational resources (client nodes) are
available as long as you have the necessary computational resources.
The frequency of this checkpointing operation is a configurable
parameter of Lipizzaner.

Another requirement for the resiliency of Lipizzaner was to
allow the client nodes to continue the training even if there is a
failure. Thus, the cells in the dead client’s neighborhood simply do
not try to communicate with it or update their sub-populations by
copying its center ANNs. However, it is essential to set a maximum
number of nodes that could fail during a run. If the number is
too high, the training can be misdirected and ends up without
converging to an accurate generative model.

HPC Resource Constraints. HPC can have different resource con-
straints compared to e.g desktop and cloud computing. Summit has
various wall-time restrictions for each experiment run. To mitigate
this, it was necessary to improve checkpointing in Lipizzaner.
Checkpointing is the process of saving intermittent data if an ex-
periment is killed or paused and needs to be resumed later.

When saving checkpoints for large grid sizes, the strictest limi-
tation is memory. Storing information about a significant number
(over 100) of network models should consider this limitation. As

a result, the goal for saving checkpoints was to ensure that no
redundant or repeating information gets stored.

We update the code to checkpoint data to only store information
about the central models in the cell (i.e., the best individuals of
the sub-population) instead of the original method that saved in-
formation about all models in the neighborhood. Upon re-starting
training, each cell contacts its neighborhood and pulls information
from them instead. The frequency of checkpointing is a configurable
setting in Lipizzaner.

Further, it is difficult to guarantee the exact number of clients
that will successfully connect on Summit. Lipizzaner client con-
nection has a small probability of failure that impacts experiments
of large grid sizes. As a result, guaranteeing that successive jobs
will successfully connect the exact same number of clients is not
always possible, which can cause inconsistency issues when an
experiment requires multiple rounds of checkpointing to complete.
To mitigate this, we implement configurable grid sizes. We add the
fields max_clients and min_clients to the configuration files that
dictate training parameters and update the Lipizzaner master code.

5 EXPERIMENTAL SETUP
The experimental analysis was carried out on two data sets: MNIST,
which consists of low dimensional (28×28 pixels) hand-written dig-
its images from 0 to 9, and COVID-19 positive chest X-Ray images
provided by Cohen et al. [13] (Figure 4) shows two samples). The
MNIST data set was used on additional preliminary experiments.
As GPU memory constraints prohibited the use of CNNs to deal
with 128×128 image generation for COVID-19 experiments, these
image generation analyses considered two different lower image
resolutions: 28×28 and 64×64 pixels. At the time of the experiments,
the COVID-19 data set contained 190 images. A SMOTE [10] pre-
process was applied to increase the number of COVID-19 images
in the training data set.

Figure 4: Chest X-Ray images data samples [13].

Experiments considered different types of ANN architectures:
basic multi-layer perceptrons (MLP) and CNNs. In general, MLPs
based GANs achieve less competitive results than the CNNs ones.
Thus, the idea of evaluating these two types of ANN architectures
was to show that scaling Lipizzaner can overcome the limitation
of using non-optimal ANN architectures. Three ANN architectures
were evaluated: four-layer MLPs (named 4LP), CNNs for grayscale
images of 28×28 pixels (named CNN28), and CNNs for grayscale
images of 64×64 pixels (named CNN64). Table 1 summarizes the
main parameters of the defined ANN architectures by showing the
number of neurons in the input size, the number of neurons in the
output size, and the number of trainable parameters. The number
of trainable parameters is representative of the ANN complexity.
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Table 1: ANN architectures main parameters.

ANN arch. Input size Output size Train. params.

4LP
generator 64 784 1 041 432
discriminator 784 1 798 673

CNN28
generator 100 784 1 964 896
discriminator 784 1 1 156 544

CNN64
generator 100 4 096 3 575 617
discriminator 4 096 1 2 764 481

The metrics considered in the evaluation were the Frechet incep-
tion distance (FID) and the inception score (IS), which is commonly
used for evaluating images generated by GANs [7], for MNIST and
COVID-19 experiments, respectively. They aim at objectively as-
sessing the quality of generated images via two relevant properties
that are evaluated simultaneously: likeliness to a specific object to
be generated and diversity. FID score compares (i.e., evaluates the
distance between) the distribution of generated images with the
distribution of real images that were used to train the generator.
Therefore, a lower FID score indicates a better generative model;
a perfect FID score would be close to zero. IS is within the range
(1.0,𝑀), being𝑀 the highest IS for the considered dataset. Besides,
the computational clock time of each run was also evaluated.

The scalability of Lipizzaner was evaluated by ruining the
parallel training performed in each grid cell in a different number
of HPC clients depending on the grid size. Thus, Lipizzaner was
executed on 3×3, 6×6, 12×12, and 18×18 grid sizes by using 9, 36,
144, and 324 clients, respectively. The main settings used for the
experiments are summarized in Table 2.

Table 2: Main GAN training parameters.

Parameter MNIST COVID-19
coEA main parameters

Generations (epochs) 200 200
Population size per cell 1 1
Tournament size 2 2

ANN training main parameters
Loss function binary-cross entropy binary-cross entropy
Activation function 𝑡𝑎𝑛ℎ 𝑡𝑎𝑛ℎ

Batch size 100 70
Learning Rate Mutation

Optimizer Adam Adam
Initial learning rate 0.0002 0.0002
Mutation rate 0.0001 0.0001
Mutation probability 0.5 0.5

In order to perform the experiments, we have modified
Lipizzaner framework [21, 40] using Python and Pytorch li-
brary [35]. The experiments were performed on the Summit Super-
computer housed at Oak Ridge National Labs (ORNL) [25]. This
HPC environment provided us with a number of nodes with two
IBM POWER9𝑇𝑀 processors with 1600GB of non-volatile memory
and six GPUs NVIDIA Volta V100s with 32GB GPU memory.

6 RESULTS AND DISCUSSION
This section presents the results and the analyses of the studied
GAN training problems. We demonstrate how spatially distributed
GAN training can benefit from large scale HPC, how it overcomes
the limitations of neural network architecture due to hardware
constraints, and how it can generate medical images.

First, the preliminary experiments on MNIST are evaluated in
terms of FID score, generated images, and computational cost time.
Then, the experimental analysis on the COVID-19 data are discussed
in terms of IS, synthesized images, and computational effort. Due
to the limited access to the Summit Supercomputer HPC platform,
different independent runs were performed for each grid size and
ANN architecture complexity.

6.1 MNIST experimental results
Table 3 summarizes the experimental results by showing the num-
ber of independent runs performed for each grid size and the mean,
standard deviation (stdev), minimum (min), and maximum (max)
FID scores. Besides, the table presents the average run time.

The results achieved by the 3×3 grid experiments are close to the
ones obtained in previous studies by using the same grid size [21].
The results indicated that the best generative models were trained
by using the largest grid size, i.e., 18×18. The trend shown in Table 3
indicates that the larger the grid size, the better the results, i.e.,
lower FID scores. This improvement does not lead to an increase in
computational time cost. The table shows that all grid sizes require
a similar average run time (around 81 minutes).

Table 3: MNIST 4LP FID score (lower is better) results and
average run time (in minutes). Best value in italic.

Grid size Indep. runs Mean Stdev Min Max Run time

3×3 30 41.23 2.36 36.87 47.64 82
6×6 30 24.63 2.35 20.04 29.16 80
12×12 15 19.89 2.54 15.41 25.91 81
18×18 8 17.20 1.61 14.72 19.65 80

Table 4 presents the p-values from computing the tie-corrected
Rank-sum between each pair of grid size experimental results (FID
score distributions) to assess the significance of the difference be-
tween them. Results in tables 3 and 4 illustrate how the difference
between the results provided by different gird sizes decreases as the
grid size increases. Note that all the Rank-sum p-values are lower
than 0.01 but the p-value between 12×12 and 18×18 results is higher
than 0.01. This suggests how well Lipizzaner can perform with
the 4LP architecture and that a GAN based on this 4LP architecture
cannot improve its results much more.

Table 4: MNIST 4LP Rank-sum p-values.

6×6 12×12 18×18
3×3 3.02𝑒10−11 6.46𝑒10−8 1.88𝑒10−5
6×6 1.05𝑒10−5 1.88𝑒10−5
12×12 1.83𝑒10−2
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Figure 5 shows a random selection of generated images for each
grid size. Each grid size is able to produce a generative model that
synthesizes what visually appears to be well-balanced and accurate-
looking digits. It can be observed that the least clear digits are those
produced by the generator trained with the 3×3 grid.

(a) 3×3 grid (b) 6×6 grid

(c) 12×12 grid (d) 18×18 grid

Figure 5: Generated MNIST images with 4LP.

6.2 Chest X-Ray images experimental results
Table 5 summarizes the experimental by reporting the mean, stan-
dard deviation (stdev), minimum (min), and maximum (max) IS
scores, and the average run time for each ANN architecture type
and grid size. Unlike the FID score, better generative models syn-
thesize images that provide higher IS.

Table 5: Covid-19 IS (higher is better) results and average run
time (in minutes). Best value in italic.

Arch. Grid size Mean Stdev Min Max Run time

4LP
3×3 1.26 0.046 1.18 1.32 138
6×6 1.29 0.035 1.24 1.34 164
12×12 1.21 0.016 1.19 1.24 166

CNN28
3×3 1.31 0.021 1.28 1.34 197
6×6 1.46 0.019 1.44 1.50 203
12×12 1.49 0.013 1.47 1.51 208

CNN64
3×3 1.37 0.011 1.36 1.39 215
6×6 1.53 0.016 1.50 1.55 219
12×12 1.61 0.011 1.59 1.62 226

Considering the different ANN architectures (and same grid
sizes), as the ANN complexity (in terms of the number of trainable

parameters) increases, the accuracy of the generated samples im-
proves. Thus, the lowest IS are shown by the samples generated by
using 4LP and the highest scores by the ones synthesized by CNN64.

Focusing on the grid sizes, in general, larger grids provide more
accurate generative models (higher IS), which implies that scale
can mitigate the effects of training a poor network. However, when
evaluating 4LP results in Table 5, there is a decrease in performance
at the 12×12 grid experiments. This may be due to the increase in
diversity (when using populations of 144 individuals) is preventing
the algorithm from converging in the desired equilibrium when
training generators and discriminators based on 4LP architecture.

Table 6 presents the p-values from computing the tie-corrected
Rank-sum between each pair of grid size for each ANN architecture
type to assess the statistical significance among the results. The re-
sults reported in the table show statistically significant differences
when the grid size increases. However, the decrease in performance
at the 4LP 12×12 grid experiments provokes that there is no signif-
icant difference between its results and the ones achieved by the
4LP 3×3 (0.01>p-value).

With the support of the FID scores in Table 3 and the IS in
Table 5, we can answer the RQ1: What is the effect on the accuracy
of the generative model trained with a cellular algorithm when the
spatial grid scales?. Answer: The generative models trained with
Lipizzaner, i.e., a coEA cellular algorithm, improve their accuracy
as the spatial grid scales.

Table 6: Covid-19 Rank-sum p-values for different grid sizes
and same architecture.

Arch. 6×6 12×12

4LP 3×3 5.07𝑒10−3 9.16𝑒10−2
6×6 4.92𝑒10−3

CNN28 3×3 4.99𝑒10−3 4.99𝑒10−3
6×6 6.36𝑒10−2

CNN64 3×3 4.85𝑒10−3 4.77𝑒10−3
6×6 4.85𝑒10−3

Comparing only the GANs based on CNNs, when the CNN28 was
trained using the 6×6 and 12×12 grids was able to provide more ac-
curate generative models (higher IS) than the GAN based on CNN64
trained on the 3×3 grid. With the support of this observation, we
can answer the RQ2: Can large-scale overcome a sub-optimal selec-
tion in the network architecture in the event of hardware limitations?.
Answer: Yes; scaling was enough to overcome the selection of
sub-optimal ANNs, allowing CNN28 to perform better than a more
complex ANN architecture (i.e., CNN64).

The improvement on the obtained generative model when in-
creasing the grid size does not lead to a significant increase in
computational time costs (see Table 5). This is mainly due to the
asynchronous parallelism applied by Lipizzaner. The delays that
may occur in a cell do not generate delays in the cells of its neigh-
borhood since the communication between them is asynchronous.

The highest run time increments occur when increasing the grid
sizes when training 4LP based GANs (from 138 to 166 minutes
required by 3×3 and 12×12, respectively, which implies a 20% of
time increase). Evaluating the computational time for the same grid
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sizes when training CNNs, the increment is of 6% and 5% for CNN28
and CNN64, respectively.

According to the computational time cost results, we see that
when the distributed coEA Lipizzaner GAN training relies on
large-scale HPC platforms to scale the grid sizes, there is a non-
significant increase in the run time. This allows scaling the dis-
tributed GAN training without significant additional computational
time requirements.

Figure 6 shows a random selection of generated images for each
ANN architecture and grid size. The quality of the generated images
is in line with the results in Table 5. It can be seen that the 4LP
architecture could not properly generate the details of the chest
X-Ray images. In addition, it is shown how the 4LP results worsen
when increasing the grid size from the 6×6 grid to the 12×12 grid.

Analyzing the images generated by both CNNs, i.e., the CNN28
and CNN64 architectures (figures from 6d to 6i), it can bee seen the
improvement as the grid sizes increase. The most accurate chest
X-Ray images were generated by the CNN64 trained in a 12×12 grid.

According to the results reported in this section, we can answer
RQ3: Is the combination of both distributed GAN training and HPC
useful to address the generation of medical imaging? Answer: Yes, the
results in terms of IS and the generated images in Figure 6 showed
that coupling GAN training and HPC is effective to train generative
models to synthesize medical images.

Finally, according to the experimental analysis performed in this
study, the answer to the RQ4: How can spatially distributed GAN
training benefit from large-scale hardware platforms? is the follow-
ing one. Answer: The related literature showed that increasing
diversity leads to robust GAN training[21, 47, 50]. Thus, large-scale
hardware platforms, such as Summit Supercomputer, allow apply-
ing the spatially coEA GAN training on large grid sizes, which is
robust and achieves more accurate generative models.

7 CONCLUSION AND FUTUREWORK
The empirical analysis of running the spatially distributed coEA
GAN training applied by Lipizzaner on an HPC environment
showed that it scales when computational resources are available.
The preliminary results on the MNIST data set illustrated that, in
general, significant improvements in FID scores (and image quality)
are achieved when grid sizes grow (from 3×3 to 18×18 grids).

Focusing on the medical image generation (i.e., chest X-Ray im-
ages), the experimental analysis confirmed that the results improve
with the scale of the grid. Except in the case of 4LP architecture
trained on the 12×12 grid that showed worst IS than the same
architecture trained the 6×6 grid. Thus, using the same CNN net-
work architecture to train the generative models, the synthesized
chest X-Ray images are more accurate (higher IS) as the grid size
increases. When comparing the results achieved by both CNNs,
it can be observed that scale may make up for reduced network
complexity. Thus, CNN28 provided more accurate generative models
than CNN64 when increasing the scale. The improvements observed
when scaling Lipizzaner are achieved while not incurring sig-
nificant additional computational effort requirements, i.e., longer
execution times.

The main lines for future work are extending the experimental
evaluation by increasing the grid sizes to what the actual peak

(a) 3×3 grid 4LP (b) 6×6 grid 4LP

(c) 12×12 grid 4LP (d) 3×3 grid CNN28

(e) 6×6 grid CNN28 (f) 12×12 grid CNN28

(g) 3×3 grid CNN64 (h) 6×6 grid CNN64

(i) 12×12 grid CNN64 (j) Training data set samples

Figure 6: Generated and real COVID-19 samples.
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of performance could be and studying data sets with medical im-
ages with larger dimensions. We will analyze the application of
Lipizzaner to train other GAN solutions that have been already
used to synthesize medical images, such as Cycle GAN. We will
assess the robustness when using different types of neighborhoods
on large grid sizes. Finally, we will analyze the evolution of the
network weights through the generations to better understand the
dynamics of this type of GAN training.
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